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Abstract: This paper describes an approach to transform Data Flow Diagrams (DFD) into 

intention-oriented model expressed in MAP. This transformation is performed by establishing the 

correspondence between DFD and map constructs, by applying the mapping rules for the transformation of 

DFD into map and finally producing an intention-oriented model. We will focus on the relation between 

DFD and map to find a way to translate data flow models represented by DFD into map. 
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1. Introduction 

To ameliorate the system requirements analysis and design processes, many approaches have been 

proposed [1], each of which has its own purposes. Among those approaches, which can be used to designing 

systems, are process-oriented (e.g., Data Flow Diagram (DFD) [2]), data-oriented and object-oriented. Other 

approaches for requirements engineering have been emerged to help the system designers in the 

specification of the requirements. Some of the most notable approaches of this kind are scenario-based [3], 

goal/scenario-oriented [4] and intention/strategy-oriented (e.g., map [5]). In this paper, we concentrate on 

two types of those approaches process-oriented and intention-oriented. 

Many process models exist to help organization in the specification of their processes. One of these 

models is the Data Flow Diagram, which can be used to represent the movement of data between processes. 

Similarly, there are several intentional models that offer an effective way to understand the organizational 

and users’ requirements. These models have gained importance in recent years. Furthermore, they play a 

key role within requirements engineering. We quote among them map which is mainly intended to describe 

these requirements in terms of intentions and strategies between them. 

But the process of transformation from one model to another is an important yet challenging task. It is 

difficult to draw a line between these models. To overcome this problem, this paper aims to combine 

process-oriented approach with the intention/strategy-oriented one. In our point of view, such a 

combination of both approaches would bring many benefits to the DFD designers and map designers. For 

example, the amount ambiguities in the design system can be reduced. 

This approach combines two different views of the system (i) a functional view usually focused on the 

functionality of the system. This view is described using the DFD and (ii) an intentional view concentrates 

on the requirements of the system. This view is expressed using map model. 
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In this work our goals are to: (a) propose a set of rules for transforming DFD into map and (b) show how 

the data flow models expressed by DFD can be transformed into map by applying these rules. 

Following we give, in Section 2, the background needed for the understanding of this approach with an 

overview of DFD and map. Section 3 discusses the process of transforming the DFD into map models. In 

Section 4, an example bank account management system is presented in which this approach is illustrated. 

The paper ends with some conclusions and comments about our approach. 

2. Background 

Many works have already presented the mapping between DFD and other type of modeling languages 

and formalisms [6–9]. Here we only mention the work that we feel is most relevant to the present work. 

This work is presented in [10], which aims to couple an existing and well-known requirement 

engineering approach (map) with DFD for system design. This coupling is achieved through the definition of 

a set of transformation rules that establish a correspondence between map and DFD. The result of this 

coupling is an approach that supports the analysis and design of systems. 

Despites similarities in the notation, the authors conclude that there are some differences between DFD 

and map because they represent two different views of a system. map adopts an intentional view focusing 

on requirements specification, while DFD adopts a functional view focusing on functions specification. An 

overview of the approach presented in [9] is given in the Fig. 1. 

 
Fig. 1. Top-down approach: From map to DFD. 

 

Our approach follows the similar objective but, into the opposite direction, going from a DFD to a map. A 

reverse transformation is applied to the DFD model to obtain the map model. 

Next, we provide a short DFD and map overview. The main purpose of this overview is to introduce the 

basic concepts of both modeling formalisms. 

2.1. Review Stage 

Data Flow Diagram (DFD) [2] is one of the most popular structured analysis tools. It can seem like a 

Structure chart, State machine or some kind of structured approach tools. DFD is used for modeling, 

analyzing, and describing any system at different levels of abstraction. DFD is graphically represented as a 

directed graph where the nodes of graph are processes, and its arcs are labeled with data. A node may be an 
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external entity, a process, or a data store. An arc represents the data flow. The DFD is refined until each 

process performs a simple function, which is easy to implement. There are several notations of the DFD. In 

the following, four types modeling concepts are explained. 

External entities: are those things that are identified as needing to interact with the system under 

consideration. Processes: are defined as actions performed by the system which have input and output. A 

process can be decomposed to several levels of detail. 

Data flow: a data flow represents an input or the output of data in the system. It is used to connect one 

process to another. 

Data stores: are defined as repertories where data may be stored. 

DFD was chosen to represent functional view of the system because it is the most important diagram 

used in structured approach and widely accepted in the software engineering domain. A practical example 

of DFD usage will be shown in the Section 5. 

2.2. Map 

Map [5] is a well-known intention/strategy-oriented requirement engineering approaches allows 

eliciting and describing requirements of a system in a set of directional graphs (namely maps) composed of 

intentions and strategies. The intentions represent the nodes of the graph and strategies are arcs linking 

those nodes. In Fig. 1, the strategy Sik represents the flow from the intention Ii to the intention Ik. Each map 

has two specific intentions (Start and Stop) that represent the starting and ending points of the map. A map 

consists of two or more sections. A section is a triplet composed of source intention, target intention and 

strategy. For example, in Fig. 2 the triplet <Ii, Ik, Sik> represents a section. Refer to Ref. [5] for a more 

thorough description of the map. As an example, considers the map of Fig. 2. 

 
Fig. 2. An example of the map. 

 

Map can be compared to the existing requirements engineering approaches like KAOS [11] and i* [7], but 

map has certain advantages over them. One of these advantages is that it considers the strategies which can 

be used to attain these intentions. 

3. Bottom-up Approach: From DFD to Map 

This section aims to define our approach for mapping between the main concepts of the DFD and map 

models. For this, a set of transformation rules to obtain a map model from a DFD model is described below: 
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• 1st rule: Each DFD will be represented as a map. 

• 2nd rule: in DFD a process is refined by one or more sub-process like it is in map that a section 

may contain sub-section. Both have the same meaning and can be mapped directly to each other. 

• 3rd rule: following the rule 2, hierarchies of DFD can be translated into hierarchies of map. When 

the process is decomposed into more than one level, it will be transformed into a sub-section. 

• 4th rule: in DFD it is possible to have multiple data inputs and outputs for a process. Thus, the 

data flow to or from a process can be mapped into a strategy in the map model. 

• 5th rule: Sequential data flow in DFD they become a sequence of sections in the map model. 

• 6th rule: Data store is created to store data for the later use. However, there is no map construct 

to express the stores. 

• 7th rule: in DFD external entities are components sits outside the system but interact with system. 

External entities are not modeled in the map model, but they can be inferred by searching 

parameter associated to the intentions. 

In the next section we will discuss the how data flow diagrams can be transformed into map. 

4. An Example: Account Management in a Bank 

Our example refers to the account management process in a bank. A customer presents a request to open 

a new account to the bank. Once the client is registered, he can withdraw funds from his account or deposit 

funds into his account. If the customer is performing transaction to withdraw or deposit funds, it needs to 

provide an account number and the amount to be withdrawn or to deposit to the clerk in charge of his 

account. The customer’s information (such as name and address) is stored in Customer details data store. 

The information about the accounts and amount of withdrawal is retrieved from Bank accounts data store. 

In the following, we are representing the level 1 data flow diagram of the account management system 

which is a refinement of the context data flow diagram (Fig. 3). This DFD consists of three processes Open 

new account, Close account and Deposit funds and Withdraw funds. 

 

 
Fig. 3. The level 1 DFD-Account Management System. 
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4.1. DFD of Account Management Process 

In the above level 1 DFD, there are two processes that can further be refined into level 2 DFD: Withdraw 

funds process and Deposits funds process. Fig. 4 shows a refined view of Withdraw funds process. In this 

process, the bank checks the status of balance in the customer’s account and then it sends this information 

to Update balance process. Finally, a statement is provided to the customer. 

 
Fig. 4. DFD refining withdraw funds process. 

 

4.2. Map of Account Management Process 

By applying the mapping rules, we will show how the map models can be obtained from DFD models. 

Fig.  5 presents the map model obtained after performing the proposed mapping rules. 

 

 
Fig. 5. Map model from DFD model. 

 
Table 1 illustrates the mapping of the account management process into sections. 

 
Table 1. The Mapping of Account Management Process 

Process Section 

Open new account <Start, Define customer request, By information capture strategy> 

Deposit funds <Define customer request, Handle accounts, By deposit funds strategy> 

Withdraw funds <Define customer request, Handle accounts, By withdraw funds strategy> 

Close account <Handle accounts, Stop, By the notification of cloture of the account> 
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Fig. 6 gives the map model of the refined process Withdraw funds. 

 
Fig. 6. The map of the refined process. 

 

Table 2 illustrates the mapping of the refined process Withdraw funds into sections. 

 
Table 2. The Mapping of Withdraw Funds Process 

Process Section 

Check account status <Start, Validate account, By searching strategy> 

Update balance <Validate account, Reconcile account balance, Update strategy> 

Provide statement <Reconcile account balance, Stop, Providing statement strategy> 

 

5. Conclusion 

The main goal of the paper was to suggest an initial version of an approach to obtain map models from 

DFD models. The proposed approach aims to ensure a good connection between these models. 

The mapping process proposed in this paper can be summarized as follow: First, we have analyzed the 

elements in DFD and the elements in map that can be mapped from DFD. Based on the corresponding 

relationships between DFD and map, the mapping rules from DFD to map are proposed. Finally, an example 

is used to illustrate our approach. 

While defining mapping between DFD and map constructs, we observed that there are some constructs in 

DFD that do not have an equivalent in map. This is the case, for example, of the data stores in DFD. We 

discovered in this mapping a lack of full correspondence between the models. Therefore, this approach 

needs to be extended to deal with the “non-mapping” situations. This is subject for future work. 
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